**Background**

Insurance is the business of selling promises (insurance policies) to pay for potential future claims. After insurance policies are sold, it can be many years before a claim is reported to the insurer and many more years before all payments are made on the claim. Insurers carry a liability on their balance sheet to account for future payments on claims on previously sold policies. This liability is known as the *Unpaid Claims Reserve*, or just the *Reserve*. Since the Reserve is a liability for uncertain future payments, it’s exact value is not known and must be estimated. Insurers are very interested in estimating their Reserve as accurately as possible.

Traditionally insurers estimate their Reserve by grouping similar claims and exposures together and analyzing historical loss development patterns across the different groups. They apply the historical loss development patterns of the older groups (with adjustments) to the younger groups of claims and exposures to arrive at a Reserve estimate. This method does not accurately predict individual claim behavior, but, in aggregate, it can accurately estimate the expected value of the total Reserve.

Rather than using the traditional grouping methods, we predict payments on individual insurance claims using machine learning in R. Our goal is to model individual claim behavior as accurately as possible. We want our claim predictions to be indistinguishable from actual claims on an individual claim level, both in expected value and variance. If we can achieve this goal, we can come up with expected values and confidence levels for individual claims. We can aggregate the individual claims to determine the expected value and confidence levels for the total Reserve. There are many other insights we can gather from individual claim predictions, but let’s not get ahead of ourselves. Let’s start with an example.

**Example – Predict Payments and Status for a Single Claim 1 Year into the Future**

We will look at reported Workers’ Compensation claims. We will not predict losses on unreported claims (i.e. for our claim predictions, we already have 1 observation of the claim and we will predict future payments on this existing/reported claim). We will not predict future claims on policies that have not reported a claim to the insurer.

So our simplified model for 1 claims is:
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We start with data for a single claim. Our goal is to predict the payments on our claim for 1 year into the future. We do this by feeding the claim to our payment model (which we will train later), and the model predicts the payments. Simple enough right? But we want to predict the status (“Open” or “Closed”) of the claim. We could do something like this:

![](data:image/png;base64,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)

Now we first predict the status, and then we predict the payments. We are getting closer to our goal now, but we also want to capture the variability in our prediction. We do this by adding a simulation after each model prediction:
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The prediction returned by the above status model is the probability that the claim will be open at age 2 (e.g. our model might predict a 25% probability that our claim will be open at age 2. Since there are only 2 possible status states, “Open” or “Closed”, a 25% probability of being open implies a 75% probability the claim is closed at age 2). We use this probability to simulate open and closed observations of the claim. We then feed the observations (with simulated status) to our trained payment model. The payment model predicts an expected payment, and finally we simulate the variation in this expected payment based on the distribution of the payment model’s residuals.

If this sounds confusing, bear with me. I think a coded example will show it is actually pretty strait forward. Let’s get started:

**Step 1: Load the data**

Each claim has 10 variables. We have 3,296 claims in the training data and we pulled out 1 claim. We will make predictions for this 1 claim once we fit the models.

library(knitr)

library(kableExtra)

library(dplyr)

# This .RDS can be found at https://github.com/Tychobra/claims\_ml\_blog\_post\_data

data\_training <- readRDS("../../static/data/model\_fit\_data.RDS")

test\_claim\_num <- "WC-114870"

# select one claim that we will make predictions for

test\_claim <- data\_training %>%

filter(claim\_num == test\_claim\_num)

# remove the one claim that we will predict from the training data

data\_training <- data\_training %>%

filter(claim\_num != test\_claim\_num)

knitr::kable(

head(data\_training)

) %>%

kableExtra::kable\_styling(bootstrap\_options = "striped", font\_size = 12) %>%

kableExtra::scroll\_box(width = "100%")

| **claim\_num** | **mem\_num** | **cause\_code** | **body\_part\_code** | **nature\_code** | **class\_code** | **status** | **paid\_total** | **status\_2** | **paid\_incre\_2** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| WC-163290 | Member A | Struck Or Injured | Skull | Amputation | 7720 | C | 6893.6947 | C | 451.3185 |
| WC-923705 | Member A | Struck Or Injured | Brain | Amputation | 9101 | C | 60247.1871 | C | 0.0000 |
| WC-808299 | Member A | Fall – On Same Level | Skull | Burn | 9101 | O | 34240.6365 | O | 2201.1637 |
| WC-536953 | Member A | Struck Or Injured | Skull | Contusion | 9015 | C | 599.8090 | C | 0.0000 |
| WC-146535 | Member A | Struck Or Injured | Skull | Contusion | 7720 | C | 265.5697 | C | 0.0000 |
| WC-523720 | Member A | Strain – Lifting | Skull | Concussion | 7720 | C | 85.8200 | C | 0.0000 |

The first column (“claim\_num”) is the claim identifier and will not be used as a predictor variable in the model training. The 7 predictor variables (columns 2 through 8) represent the claim at age 1. The last 2 columns (“status\_2” and “paid\_incre\_2”) are the variables we will predict. “status\_2” is the claim’s status (“O” for Open and “C” for Closed) at age 2. “paid\_incre\_2” is the incremental payments made on the claim between age 1 and 2.

**Step 2: Fit the Status Model**

Our status model is a logistic regression, and we train it with the caret package. We use the step AIC method to perform feature selection.

library(caret)

# train the model

tr\_control <- caret::trainControl(

method = "none",

classProbs = TRUE,

summaryFunction = twoClassSummary

)

status\_model\_fit <- caret::train(

status\_2 ~ .,

data = data\_training[, !(names(data\_training) %in% c("claim\_num", "paid\_incre\_2"))],

method = "glmStepAIC",

preProcess = c("center", "scale"),

trace = FALSE,

trControl = tr\_control

)

# create a summary to assess the model

smry <- summary(status\_model\_fit)[["coefficients"]]

smry\_rownames <- rownames(smry)

out <- cbind(

"Variable" = smry\_rownames,

as\_data\_frame(smry)

)

# display a table of the predictive variables used in the model

knitr::kable(

out,

digits = 3,

row.names = FALSE

) %>%

kableExtra::kable\_styling(bootstrap\_options = "striped", font\_size = 12) %>%

kableExtra::scroll\_box(width = "100%")

| **Variable** | **Estimate** | **Std. Error** | **z value** | **Pr(>|z|)** |
| --- | --- | --- | --- | --- |
| (Intercept) | -6.293 | 27.188 | -0.231 | 0.817 |
| cause\_codeStrain | 0.174 | 0.057 | 3.036 | 0.002 |
| cause\_codeStrike | 0.268 | 0.111 | 2.423 | 0.015 |
| cause\_codeStruck Or Injured | 0.301 | 0.140 | 2.151 | 0.031 |
| body\_part\_codeSkull | -0.312 | 0.122 | -2.559 | 0.011 |
| nature\_codeBurn | 0.266 | 0.123 | 2.168 | 0.030 |
| nature\_codeContusion | -0.430 | 0.271 | -1.589 | 0.112 |
| nature\_codeLaceration | 0.179 | 0.093 | 1.914 | 0.056 |
| nature\_codeStrain | 0.156 | 0.066 | 2.365 | 0.018 |
| class\_code8810 | 0.228 | 0.113 | 2.024 | 0.043 |
| class\_code9102 | -2.706 | 144.101 | -0.019 | 0.985 |
| class\_codeOther | 0.198 | 0.119 | 1.666 | 0.096 |
| statusO | 1.264 | 0.118 | 10.742 | 0.000 |
| paid\_total | 0.184 | 0.048 | 3.862 | 0.000 |

The above table shows the variables that our step AIC method decided were predictive enough to keep around. The lower the p-value in the “Pr(>|z|)” column, the more statistically significant the variable. Not surprisingly “statusO” (the status at age 1) is highly predictive of the status at age 2.

**Step 3: Fit the payment model**

Next we use the xgboost R package along with caret to fit our payment model. We search through many possible tuning parameter values to find to the best values to tune the boosted tree. We perform cross validation to try to avoid over fitting the model.

library(xgboost)

xg\_grid <- expand.grid(

nrounds = 200, #the maximum number of iterations

max\_depth = c(2, 6),

eta = c(0.1, 0.3), # shrinkage range (0, 1)

gamma = c(0, 0.1, 0.2), # "pseudo-regularization hyperparameter" (complexity control)

# range [0, inf]

# higher gamma means higher rate of regularization. default is 0

# 20 would be an extremely high gamma and would not be recommended

colsample\_bytree = c(0.5, 0.75, 1), # range [0, 1]

min\_child\_weight = 1,

subsample = 1

)

payment\_model\_fit <- caret::train(

paid\_incre\_2 ~ .,

data = data\_training[, !(names(test\_claim) %in% c("claim\_num"))],

method = "xgbTree",

tuneGrid = xg\_grid,

trControl = caret::trainControl(

method = "repeatedcv",

repeats = 1

)

)

This trained model can predict payments on an individual claim like so:

test\_claim\_2 <- test\_claim

test\_claim\_2$predicted\_payment <- predict(

payment\_model\_fit,

newdata = test\_claim\_2[, !(names(test\_claim\_2) %in% c("claim\_num", "paid\_incre\_2"))]

)

knitr::kable(

test\_claim\_2

) %>%

kableExtra::kable\_styling(font\_size = 12) %>%

kableExtra::scroll\_box(width = "100%")

| **claim\_num** | **mem\_num** | **cause\_code** | **body\_part\_code** | **nature\_code** | **class\_code** | **status** | **paid\_total** | **status\_2** | **paid\_incre\_2** | **predicted\_payment** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 |

The predicted payment (shown in the last column named “predicted\_payment”) for our above claim was 4,103, and the actual payment between age 1 and 2 was 1,748. Our prediction was not extremely accurate, but it was at least within a reasonable range (or so it seems to me). Due to the inherent uncertainty in workers’ compensation claims, it is unlikely we will ever be able to predict each individual insurance claim with a high degree of accuracy. Our aim is to instead predict payments within a certain range with high accuracy. We use the following simulation technique to quantify this range.

**Step 4: Use probility of being open to simulate the status**

In our above prediction we used status at age 2 as a variable to predict the payment between age 1 and 2. Of course the actual status at age 2 will not yet be known when the claim is at age 1. Instead we can use our claim status model to simulate the status at age 2. We can then use this simulated status as a predictor variable.

# use status model to get the predicted probability that our test claim will be open

test\_claim\_3 <- test\_claim

test\_claim\_3$prob\_open <- predict(

status\_model\_fit,

newdata = test\_claim\_3,

type = "prob"

)$O

# set the number of simulation to run

n\_sims <- 200

set.seed(1235)

out <- data\_frame(

"sim\_num" = 1:n\_sims,

"claim\_num" = test\_claim\_3$claim\_num,

# run a binomial simulation to simulate the claim status `n\_sims` times

# this binomial simulation will return a 0 for close and 1 for open

"status\_sim" = rbinom(test\_claim\_3$prob\_open, n = n\_sims, size = 1)

)

# convert 0s and 1s to "C"s and "O"s

out <- out %>%

mutate(status\_sim = ifelse(status\_sim == 0, "C", "O"))

kable(head(out)) %>%

kableExtra::kable\_styling(font\_size = 12)

| **sim\_num** | **claim\_num** | **status\_sim** |
| --- | --- | --- |
| 1 | WC-114870 | C |
| 2 | WC-114870 | C |
| 3 | WC-114870 | C |
| 4 | WC-114870 | O |
| 5 | WC-114870 | C |
| 6 | WC-114870 | C |

The third column “status\_sim” shows our simulated status. These are the values we pass the payment model (along with the 6 other predictor variables from age 1. We now have 200 observations of our single claim because we simulated the status 200 times. We can look at the number of times our claim was simulated to be open and closed like so:

table(out$status\_sim)

##

## C O

## 168 32

**Step 5: Predict a Payment for each of the simulated statuses**

out <- left\_join(out, test\_claim, by = "claim\_num") %>%

mutate(status\_2 = status\_sim) %>%

select(-status\_sim)

out$paid\_incre\_fit <- predict(payment\_model\_fit, newdata = out)

knitr::kable(

head(out)

) %>%

kableExtra::kable\_styling(font\_size = 12) %>%

kableExtra::scroll\_box(width = "100%")

| **sim\_num** | **claim\_num** | **mem\_num** | **cause\_code** | **body\_part\_code** | **nature\_code** | **class\_code** | **status** | **paid\_total** | **status\_2** | **paid\_incre\_2** | **paid\_incre\_fit** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 |
| 2 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 |
| 3 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 |
| 4 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | O | 1748.148 | 23163.445 |
| 5 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 |
| 6 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 |

The predicted payments are in the last column above. There predicted payment values differ depending on if the claim status was simulated to be open or closed. This gives us a little variability in our predicted payment, but it still does not capture the random variability of real world claims.

**Step 6: Simulate Variability Around the Predicted Payment**

Next we apply random variation to the predicted payment. For the sake of brevity here, we arbitrarily choose the negative binomial distribution, but in a real world analysis we would fit different distributions to the residuals to determine an appropriate model for the payment variability.

out$paid\_incre\_sim <- sapply(

out$paid\_incre\_fit,

function(x) {

rnbinom(n = 1, size = x ^ (1 / 10), prob = 1 / (1 + x ^ (9 / 10)))

}

)

knitr::kable(

head(out)

) %>%

kableExtra::kable\_styling(font\_size = 12) %>%

kableExtra::scroll\_box(width = "100%")

| **sim\_num** | **claim\_num** | **mem\_num** | **cause\_code** | **body\_part\_code** | **nature\_code** | **class\_code** | **status** | **paid\_total** | **status\_2** | **paid\_incre\_2** | **paid\_incre\_fit** | **paid\_incre\_sim** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 | 12706 |
| 2 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 | 4133 |
| 3 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 | 1120 |
| 4 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | O | 1748.148 | 23163.445 | 15793 |
| 5 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 | 2015 |
| 6 | WC-114870 | Member A | Chemicals Burn | Skull | Burn | Other | O | 5517.135 | C | 1748.148 | 4103.079 | 1655 |

The payment we just simulated above (column “paid\_incre\_sim”) contains significantly more variability than our previously predicted payments. We can get a better sense of this variability with a histogram:

library(ggplot2)

library(scales)

payment\_mean <- round(mean(out$paid\_incre\_sim), 0)

payment\_mean\_display <- format(payment\_mean, big.mark = ",")

ggplot(out, aes(x = paid\_incre\_sim))+

geom\_histogram(color = "darkblue", fill = "white") +

ylab("Number of Observations") +

xlab("Predicted Payment") +

ggtitle("Simulated Predicted Payments Between Age 1 and 2") +

scale\_x\_continuous(labels = scales::comma) +

geom\_vline(

xintercept = payment\_mean,

color = "#FF0000"

) +

geom\_text(

aes(

x = payment\_mean,

label = paste0("Simulation Mean = ", payment\_mean\_display),

y = 10

),

colour = "#FF0000",

angle = 90,

vjust = -0.7

)
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In the above plot we see our claim is predicted to have a payment anywhere from 0 to a little less than 80,000. The mean of the simulated prediction is 7,146 and the actual payments between age 1 and 2 now falls within our predicted range of possible payments. From a quick glance this distribution of possible claim payment values seems to be a reasonable representation of real world claim development.

There is still one additional easy alteration to make our simulated claim behave more like an actual claim. Actual claims have a fairly high probability of experiencing zero incremental payment over the upcoming year. We can test for the number of zero payment claims in our training data:

zero\_paid <- data\_training %>%

filter(paid\_incre\_2 == 0)

# calculate the probability that a claim does not have any payement

prob\_zero\_paid <- nrow(zero\_paid) / nrow(data\_training)

69.9% of our claims have zero payment between ages 1 and 2. Our model currently does not make a clear distinction between claims with payment and claims with zero payment. A next step would be to fit another logistic regression to the probability of zero payment between age 1 and 2, and run a binomial simulation (just like our claim status simulation) to determine if the claim will have an incremental payment of zero or a positive incremental payment. We would also need to retrain our payment model using only the claims that had a positive payment between age 1 and 2 in the training set.

We will leave the zero payment model for you to try out on your own.

**Why Run the Simulations**

Often models are concerned with predicting the most likely outcome, the probability of an outcome, or the mean expected value. However, in insurance, we often are not as concerned with the mean, median, or mode outcome as we are with the largest loss we would expect with a high degree of confidence (e.g. We expect to pay no more than x at a 99% confidence level). Additionally, insurers are concerned with the loss payments they can expect to pay under various risk transfer alternatives (e.g. what is the expected loss if cumulative per claim payments are limited to 250,000 and aggregate losses per accident year over 1,000,000 are split 50%/50% between the insurer and a reinsurer). And what are the confidence levels for these risk transfer losses? With per claim predictions and simulations we can answer these questions for all risk transfer options at all confidence levels.

There is plenty of room for further improvement to this model, and there is a wide range of insights we could explore using individual claim simulations. Let me know your ideas in the comments.